A multi-facets ontology matching approach for generating PLC domain knowledge graphs

Yameng An* Feiwei Qin** Danfeng Sun*** Huifeng Wu****

* Hangzhou Dianzi University, Hangzhou, China (e-mail: anyamg@pm.me).
** Hangzhou Dianzi University, Hangzhou, China (e-mail: qinfeiwei@hdu.edu.cn)
*** Institut für Automation und Kommunikation e.V., Magdeburg, Germany, (e-mail: danfeng.sun@ifak.de)
**** Hangzhou Dianzi University, Hangzhou, China (e-mail: whf@hdu.edu.cn)

Abstract: Programmable Logic Controller (PLC) has been playing an important role in industrial automation. Users want to improve programming efficiency by implementing code reuse and more intelligent code retrieval. Due to the heterogeneity of different PLC development environments, it is then necessary to design a computable knowledge model to semantically represent, organize, and utilize these diversified resources. Using the ontology technique is a common way to achieve the interoperability of heterogeneous systems. Aiming at this, we propose an ontology matching approach in this paper. Knowledge extraction and alignment are difficult for most of the knowledge graphs construction tasks, however, we are able to build the PLC domain knowledge graph with high accuracy and completeness by considering PLC domain characteristics, designing layered ontology, and implementing the matching process primarily on schema level instead of instance level.
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1. INTRODUCTION

PLC has been widely used in industrial automation to improve system reliability, stability, and performance. It is used for logic control in all kinds of industrial, such as transportation and manufacturing, which requires complicated automatic processes. In addition, according to Wu et al. (2018), PLC has motion control abilities which could be used to simplify the control system. Currently, there are several PLC development platforms independent from hardware and manufacture widely used, such as CODESYS, Beremiz, and MULTIPROG. Since the release of IEC 61131-3 Programming languages standard, users want to be able to exchange their PLC programs and libraries between heterogeneous environments. Despite all software vendors claim that their products conform to the IEC 61131-3 standard, they still have their own knowledge structure and are not compatible with each other. It is usually required to rewrite the PLC projects when transferring from one software platform to another. Not to mention share and exchange information on the semantic layer. According to TC 65/SC 65B (2019), now the IEC committee publishes the IEC 61131-10 PLC open XML exchange format based on the work of PLCoopen TC6 - XML. If an IEC 61131-3 project is saved in this XML format, it could be reused by any other development environment who supports this standard XML format. But this standard only provides a common XML format for representing the IEC 61131-3 software models and languages, without providing a mechanism to support semantic information between different PLC programming environments. The help for code reuse is limited since all software platforms are heterogeneous and have their own implementation of PLC controllers, along with different terminologies. Not to mention vendor-specific data-types and controller libraries.

To support PLC code reuse and retrieval on the semantic level, a unified semantic description of heterogeneous PLC projects is needed. Ji et al. (2015) show that with the help of knowledge representation technology, particularly the knowledge graph, it is then possible to achieve code retrieval on semantic and further knowledge-driven software design. As is introduced in Ehrlinger and Wöß (2016), a knowledge graph acquires and integrates information into an ontology and applies a reasoner to derive new knowledge. Knowledge graph has been widely used in many areas. For instance, Alibaba knowledge graph in E-commerce area mentioned in Wang et al. (2018), Links Life Data in the medical domain discussed in Monitchev et al. (2009), and Kensho in financial scope by Kensho Technologies LLC (2013). And this technology is now increasingly used in the automation domain. Terkaj et al. (2017) provide a modular ontology of the building control and automation domain for reuse building data (e.g., design data, product data, and sensor data) across various formats. Ryabinin et al. (2019) put forward an ontology-driven approach to automate the firmware and middleware...
Yang et al. (2016) propose a method for the automatic generation of smart-grid automation system software based on ontology transformation. Dai et al. (2013) propose a system design approach using ontology as knowledge base. This approach is based on IEC 61499 function blocks. However, the succeeded application of knowledge graph in industry control, especially in the PLC domain, is still limited.

Though using knowledge graph raises heterogeneity problems to a higher level, conflicting ontologies in the same domain usually cannot interoperate with each other. Shvaiko and Euzenat (2008) propose that ontology matching is a solution to the semantic heterogeneity problem. Ontology matching detects correspondences between semantically related entities of ontologies, which further can be used for ontology merging, query answering, data translation, etc. Euzenat et al. (2007) show that matching ontologies enables the knowledge and data expressed in the matched ontologies interoperate with each other. In this paper, we provide an ontology matching based domain knowledge graph automatic construction approach, aiming to transfer and uniformly represent the PLC projects without much additional effort. The specific contributions of this paper are as follows.

- We build a PLC domain knowledge graph to describe semantic information. Based on knowledge representation and ontology techniques, we could use the reasoning mechanism and inference tool to exchange data from heterogeneous information silos.
- The construction of the knowledge graph uses a layered approach. The core schema represents the most common concepts in the PLC domain while the outer layers’ schemas integrate semantics in manufacture area, application area, etc.
- A multi-facets ontology matching approach is applied to align heterogeneous terms. This approach implements on the schema level based on the common core ontology.
- Use of semantic knowledge to enable code reuse between heterogeneous PLC platforms.

2. PLC DOMAIN KNOWLEDGE GRAPH CONSTRUCTION

The construction of the PLC domain knowledge graphs mainly involves knowledge modeling, knowledge extraction, ontology matching, and other technologies, as is shown in Fig. 1. A usual way of building domain knowledge graph is to build a unified schema. But this leads to the difficulty of entity recognition and linking. Also, the accuracy and preciseness of natural language do not meet the requirements of the industry. Thus, we propose a layered method, which builds a core ontology first, then create a separate ontology for each software platform. This has two main advantages. First, the difficulty of entity recognition is reduced since the semantic structure and composition of PLC projects are relatively consistent with its development platform. The second is that such construction has better versatility and extensibility. We construct a Common Core Ontology (CCO) to represent common concepts in PLC projects. And for heterogeneous PLC development environment, code comments, test logs, and bug reports, we use Application Specific Ontology (ASO) to express layered concepts and data. The definitions of CCO and ASO are introduced as follows.

Definition 1. (Common Core Ontology). A CCO is a tuple \( < C, R, D, A > \), where

- \( C \) is a set of concepts which represent types of object, specifically the definitions of PLC program elements concepts in the XML format and program hierarchy between these concepts.
- \( R \) is a set of semantic relations between concepts or instances (e.g., subClassOf, partOf).
- \( D \) is a set of datatypes.
- \( A \) is a set of axioms that constrain the possible interpretation for the defined terms.

Definition 2. (Application Specific Ontology). An ASO is a tuple \( < C, R, D, A, I > \), where

- \( I \) is a set of instances of corresponding concepts which indicate specific instance in the real world.

\( C, R, D, A, I \) are the same as those in CCO.

Fig. 1. PLC domain knowledge graph architecture. The knowledge graph repository is in a layer hierarchy, which consists a Common Core Ontology (CCO) layer, an Application Specific Ontology (ASO) layer and an instance layer.

Leveraging the constructed PLC domain knowledge graph, we propose a method in the following section for code reuse and retrieval by ontology matching. The matching operation determines the alignment \( A \) of the source ontology \( O \) and the target ontology \( O' \). Alignment expresses the correspondences between concepts of different ontologies. Correspondence is the relation hold between two concepts of different ontologies. The definitions of correspondence and alignment are presented as follows.
First, Beremiz supports high-level programming languages environments, Beremiz has several features of its own. Tisserant et al. (2007). Compared to other development 61131-3 integrated development environment developed by we use Beremiz as an example, and present part of the plain-text.

which makes entity extraction simpler than unstructured observation, PLC programs usually have a certain pattern, the correspondence might be one to one, one to more, or more to one.

We construct and apply the PLC domain knowledge graphs according to the following steps. According to our observation, PLC programs usually have a certain pattern, which makes entity extraction simpler than unstructured plain-text.

(1) Build CCO for the PLC domain.
(2) Build ASO for each development platform respectively.
(3) Knowledge extraction of PLC programs from multiple heterogeneous software platforms.
(4) Knowledge alignment based on ontology matching.

As a result, a snippet of CCO is shown in Fig. 2. Here we use Beremiz as an example, and present part of the ASO of Beremiz in Fig. 3. Beremiz is an open-source IEC 61131-3 integrated development environment developed by Tisserant et al. (2007). Compared to other development environments, Beremiz has several features of its own. First, Beremiz supports high-level programming languages C and Python as POU (Program Organisation Unit) types. Second, Beremiz has its own controllers library with a variety of platform-specific Functions and FunctionBlocks. These Functions and FunctionBlocks cannot be export and import to other development platforms. One reason is that other platforms may not have the same Function or FunctionBlock. The other reason is terminological heterogeneity, which means other platforms may use other names for the same Function or FunctionBlock.

3. ONTOLOGY MATCHING IMPLEMENTATION

A computable knowledge model is constructed leveraging ontology matching which can be used to reduce semantic heterogeneity. In PLC domain, semantic heterogeneity mainly refers to terminological heterogeneity in controllers libraries in different PLC development environments. Terminological heterogeneity occurs due to variations in names when indicating the same concepts in different development environments. This is usually caused by the use of abbreviation, capitalization, and affix. To remedy this kind of heterogeneity, name-based ontology alignment methods proposed in Cohen et al. (2003) and Enzenat et al. (2004) could be considered. However, the alignment result by using name-based techniques alone is not good enough. If the confidence measure is set high to ensure higher precision, the recall will be significantly low. This is because many concept names in PLC domain are abbreviated, and concepts with different affixes in source ontology usually should be mapped to the same concept in target ontology. For example, Beremiz has JumpStep and Step, which equals to Jump and Step in CODESYS respectively. Name-based techniques are not able to match JumpStep to Jump effectively since the confidence measure between JumpStep and Jump is roughly equal to the confidence measure between JumpStep and Step. Moreover, simply adding the relation factor into consideration is not helpful enough. In the given example, JumpStep in Beremiz ontology is the subclass of SFC, while Jump in CODESYS ontology is the subclass of concept General.

To solve this, we propose an ontology matching approach which builds correspondence on schema level instead of instance level, according to the characteristics of PLC domain. The CCO acts as an intermediate ontology, which could be used as a reference to determine the relevance of the concepts in source and target ontologies. Through multi-facets ontology matching which considers names, data properties, object properties, paths, etc., the correspondence between different PLC development platforms (e.g. Beremiz, CODESYS) and projects are established. After that, the instances under corresponding concepts are recognized and aligned automatically.

3.1 Similarity Measure

The similarity measure is used to calculate the similarity between the concepts of different ontologies. The difficulty of similarity measure is that different PLC vendors may not only use different terms to represent PLC controllers but also use different structures to organize them. Therefore, it is necessary to compute the similarity from multiple perspectives to implement accurate measurement.
Concept names are compared to compute string similarity. Internal structure, which is the definition of concepts without references to other concepts (Euzenat et al. (2007)), specifically the properties and cardinality of the concepts are used to calculate the internal structure similarity. The relational structure is ignored since the position and the relationship of a concept in the knowledge architecture do not affect its role. Similarity should be normalized if it ranges over the unit interval of real numbers \([0, 1]\]. A normalized similarity \(\sigma\) is a function from a pair of concepts to a real number ranging in \([0, 1]\] expressing the similarity between two concepts, as in:

\[
\sigma(c_i, c_j) = \text{sim}_\text{string}(c_i, c_j) \\
\cap \text{sim}_\text{internal\_structure}(c_i, c_j) \\
\cap \text{sim}_\text{datatype}(c_i, c_j)
\]  \hspace{1cm} (1)

According to Guerrini et al. (2007), having two ontologies \(C\) and \(C'\) containing \(k_1\) and \(k_2\) concepts respectively, the similarity between them can be expressed as the average similarity of their elements. It is represented in (2), where \(\sigma(c_i, c_j)\) is the similarity between concepts \(c_i \in C\) and \(c_j \in C'\) computed by (1).

\[
\text{Sim}(C, C') = \frac{\sum_{i=1}^{k_1} \sum_{j=1}^{k_2} \sigma(c_i, c_j)}{k_1 + k_2}
\]  \hspace{1cm} (2)

### 3.2 Multi-facets Ontology Matching Method

The ontology matching algorithm between CCO and ASO utilizes both name-based techniques and structure-based techniques. Considering that similar names are used to represent the same semantic concept, name comparison is firstly applied to determine the similarity of two concepts. Besides, the internal structure of concepts is compared to ensure the correctness of similarity measure and to find more correspondence. The flowchart of ontology matching is shown in Fig. 4, and the specific steps are as follows.

**Preprocessing** Remove vendor prefixes, blank characters, and connecting characters like ".". Then convert each alphabetic character in the concept names into their lower case counterpart.
Part of the data type categories compatibility table in PLC domain is listed in Table 1. Similarity between specific data types within its category, for example, SINT, DINT, and ULINT in INTEGER, is determined as 0.9.

<table>
<thead>
<tr>
<th>Bit Strings</th>
<th>INTEGER</th>
<th>REAL</th>
<th>Character</th>
</tr>
</thead>
<tbody>
<tr>
<td>Bit Strings</td>
<td>1.0</td>
<td>0.3</td>
<td>0.4</td>
</tr>
<tr>
<td>INTEGER</td>
<td>0.3</td>
<td>1.0</td>
<td>0.6</td>
</tr>
<tr>
<td>REAL</td>
<td>0.4</td>
<td>0.6</td>
<td>1.0</td>
</tr>
<tr>
<td>Duration</td>
<td>0.1</td>
<td>0.2</td>
<td>0.2</td>
</tr>
<tr>
<td>Time of day</td>
<td>0.1</td>
<td>0.2</td>
<td>0.2</td>
</tr>
<tr>
<td>Character</td>
<td>0.8</td>
<td>0.3</td>
<td>0.3</td>
</tr>
</tbody>
</table>

3.3 Reasoning

After ontology matching, it is possible to process ontology merging based on the matching results by reasoning. Reasoning involves applying the alignment as reasoning rules of the two ontologies \( O \) and \( O' \), which is represented as follows.

\[
\text{Reason}(O, O', \text{TransformToRules(Align)}) = O''
\]  

The transformed rules can be written in ontology language rules such as OWL (Web Ontology Language) or SWRL (Semantic Web Rule Language). A reasoner Pellet is used to perform consistency checking on the merged ontology in this paper.

4. CASE STUDY ON MAPPING BEREMIZ AND CODESYS

In this section, we implement the proposed multi-facets ontology matching approach integrated with COMA++, which is developed by Aumueller et al. (2005). COMA++ provides an extensible library of matching algorithms that could be used for composite matching strategies. To demonstrate our approach, ontology matching between Beremiz and CODESYS is provided as an example. Protégé, an ontology editor developed by Musen (2015), is used to create Beremiz ontology, CODESYS ontology, and the core ontology.

Part of the mapping results of Beremiz ontology and CODESYS ontology is given based on the strategy illustrated in the previous section in Fig. 5.
of 69 equivalent items are mapped. In practice, the ASOs containing PLC data in different levels and scenarios are distinct. Two most common ASO types are PLC software ontology and bug report ontology. The matching system adapts well to all these situations and it produces merged results with high accuracy in about a second.

5. CONCLUSION

This paper proposes a novel multi-facets ontology matching approach for generating PLC domain knowledge graphs. Specifically, the layered knowledge graphs are constructed with CCO and ASO to represent heterogeneous PLC development environments. Semantic information in PLC programs is extracted as entities of corresponding development platforms. We rely on schema-level input information for performing ontology matching. The similarity between concepts of different ontologies is quantified according to their names, relations, and datatypes etc. Ontology merging is processed based on the matching results. We demonstrate our approach by applying it to mapping Berenix ontology and CODESYS ontology.

In the future, we will continue with semantic reasoning, retrieval, and analysis by using techniques and tools such as SWRL and SPARQL. Furthermore, we will implement semantic retrieval and recommendation of PLC code and function blocks and analyze the code structure to evaluate code quality.
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